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## Set up libraries and working directory

knitr::opts\_chunk$set(  
 echo = TRUE,  
 message = FALSE,  
 warnings = FALSE  
)  
setwd("C:/Users/keess/Box/TNDS Workshop/R")  
  
library(tidyverse)  
library(readxl)  
library(haven)  
library(plotrix)  
library(expss)  
library(moments)

## Read in data

# load("Input\_Data/workshop\_data.RData")  
# write\_csv(x = workshop\_data, "Input\_Data/workshop\_data.csv")  
getwd() # working directory is different in Rmarkdown than in an R script

## [1] "C:/Users/keess/Box/TNDS Workshop/R/R scripts"

# load("../../data for workshop/workshop\_data.RData")  
df <- read\_csv("../../data for workshop/workshop\_data.csv")

## Describe, view, and edit data once imported

names(df) # variable names in df

## [1] "study\_id" "study\_arm" "agedays" "agemonths" "gender"   
## [6] "cgage" "edu" "av\_weight" "av\_len" "av\_muac"   
## [11] "\_zwei" "\_zwfl" "hfias\_score" "hfias\_cat" "ageyears"

nrow(df) # number of rows in df

## [1] 2653

ncol(df) # number of columns in df

## [1] 15

str(df) # structure

## tibble [2,653 x 15] (S3: spec\_tbl\_df/tbl\_df/tbl/data.frame)  
## $ study\_id : num [1:2653] 1 2 3 4 5 6 7 8 9 10 ...  
## $ study\_arm : num [1:2653] 1 1 1 1 1 1 1 1 1 1 ...  
## $ agedays : num [1:2653] 399 477 1506 429 527 ...  
## $ agemonths : num [1:2653] 13.1 15.7 49.5 14.1 17.3 ...  
## $ gender : num [1:2653] 1 1 1 1 0 0 0 1 0 0 ...  
## $ cgage : num [1:2653] 21 25 46 29 20 25 23 20 35 25 ...  
## $ edu : num [1:2653] 0 3 0 0 0 0 3 3 0 1 ...  
## $ av\_weight : num [1:2653] 7.14 7.2 12.79 6.76 6.93 ...  
## $ av\_len : num [1:2653] 70.6 70.6 103.3 68.2 72.3 ...  
## $ av\_muac : num [1:2653] 11.8 11.9 11.9 12 12 ...  
## $ \_zwei : num [1:2653] -2.95 -3.33 -2.06 -3.59 -3.19 -2.39 -2.91 -2.6 -2.89 -2.55 ...  
## $ \_zwfl : num [1:2653] -2.26 -2.16 -2.89 -2.14 -2.53 -1.55 -1.96 -1.45 -2.15 -1.63 ...  
## $ hfias\_score: num [1:2653] 16 21 15 0 10 12 15 16 11 26 ...  
## $ hfias\_cat : num [1:2653] 1 1 1 4 2 2 1 1 2 1 ...  
## $ ageyears : num [1:2653] 1.09 1.31 4.12 1.17 1.44 ...  
## - attr(\*, "spec")=  
## .. cols(  
## .. study\_id = col\_double(),  
## .. study\_arm = col\_double(),  
## .. agedays = col\_double(),  
## .. agemonths = col\_double(),  
## .. gender = col\_double(),  
## .. cgage = col\_double(),  
## .. edu = col\_double(),  
## .. av\_weight = col\_double(),  
## .. av\_len = col\_double(),  
## .. av\_muac = col\_double(),  
## .. `\_zwei` = col\_double(),  
## .. `\_zwfl` = col\_double(),  
## .. hfias\_score = col\_double(),  
## .. hfias\_cat = col\_double(),  
## .. ageyears = col\_double()  
## .. )

## find all unique values of gender  
unique(df$gender)

## [1] 1 0 -99

# find the number of unique values of age in days  
n\_distinct(df$agedays)

## [1] 690

# the number of rows with complete observations  
sum(complete.cases(df))

## [1] 2623

# the number of missing observations with agedays  
sum(is.na(df$agedays))

## [1] 13

## lapply can take a function (like unique), and apply it to all columns of a dataframe (df)  
unique\_vals <- lapply(df, unique)  
distinct\_vals <- lapply(df, n\_distinct)  
## missing vals for each column:  
missing <- lapply(df, function(x) sum(is.na(x)))

## Generate and label variables and observations

# creating variables in base R: do simple operations on already existing variables  
df$ageyears <- df$agedays/365.25  
  
# you can also create completely new variables, like this nonsensical one below  
# df$nonsense <- "this variable means nothing"  
  
# labelling categorical variables as factors  
df$gender <- factor(df$gender, levels = c(-99, 0, 1),   
 labels = c("not documented", "female", "male"))  
summary(df$gender)

## not documented female male   
## 3 1523 1127

# let's do the same with edu level  
df$edu <- factor(df$edu, levels = c(-99, 0, 1, 2, 3, 4, 5),  
 labels = c("not documented", "none", "some primary", "completed primary",  
 "some secondary", "completed secondary", "more than secondary"))  
summary(df$edu)

## not documented none some primary completed primary   
## 14 1419 574 59   
## some secondary completed secondary more than secondary   
## 563 21 3

## Get summary statistics

# simple base R summary function, giving min, mean, median, max, and Q1/Q3 for continuous variables, and frequency counts for categorical variables  
summary(df)

## study\_id study\_arm agedays agemonths   
## Min. : 1 Min. :1.000 Min. : 171.0 Min. : 5.622   
## 1st Qu.:2595 1st Qu.:2.000 1st Qu.: 231.0 1st Qu.: 7.595   
## Median :5115 Median :3.000 Median : 326.0 Median :10.718   
## Mean :4430 Mean :2.611 Mean : 403.1 Mean :13.254   
## 3rd Qu.:7624 3rd Qu.:4.000 3rd Qu.: 493.2 3rd Qu.:16.216   
## Max. :8500 Max. :4.000 Max. :1809.0 Max. :59.474   
## NA's :13 NA's :13   
## gender cgage edu   
## not documented: 3 Min. :-99.00 not documented : 14   
## female :1523 1st Qu.: 21.00 none :1419   
## male :1127 Median : 26.00 some primary : 574   
## Mean : 26.59 completed primary : 59   
## 3rd Qu.: 32.00 some secondary : 563   
## Max. : 80.00 completed secondary: 21   
## more than secondary: 3   
## av\_weight av\_len av\_muac \_zwei   
## Min. : 4.085 Min. : 53.15 Min. :11.50 Min. :-6.140   
## 1st Qu.: 5.955 1st Qu.: 63.55 1st Qu.:11.73 1st Qu.:-3.390   
## Median : 6.510 Median : 66.85 Median :11.97 Median :-2.870   
## Mean : 6.677 Mean : 68.03 Mean :11.97 Mean :-2.882   
## 3rd Qu.: 7.220 3rd Qu.: 71.45 3rd Qu.:12.20 3rd Qu.:-2.330   
## Max. :15.010 Max. :108.20 Max. :12.47 Max. : 1.260   
## NA's :1 NA's :3 NA's :17   
## \_zwfl hfias\_score hfias\_cat ageyears   
## Min. :-4.840 Min. : 0.000 Min. :1.0 Min. :0.4682   
## 1st Qu.:-2.270 1st Qu.: 1.000 1st Qu.:1.0 1st Qu.:0.6324   
## Median :-1.790 Median :10.000 Median :2.0 Median :0.8925   
## Mean :-1.799 Mean : 9.451 Mean :2.4 Mean :1.1037   
## 3rd Qu.:-1.320 3rd Qu.:14.000 3rd Qu.:3.0 3rd Qu.:1.3504   
## Max. : 1.370 Max. :27.000 Max. :4.0 Max. :4.9528   
## NA's :8 NA's :9 NA's :9 NA's :13

# individual summary functions. We need to use the na.rm option to remove NA values, because if we don't, the NA values will cause these aggregation functions to throw an error  
mean(df$agemonths, na.rm = T)

## [1] 13.254

median(df$agemonths, na.rm = T)

## [1] 10.7178

sd(df$agemonths, na.rm = T)

## [1] 7.900913

# no explicit function for the mode of a vector, but R allows you to make functions to suit whatever operations your need!  
getmode <- function(x){  
 uniquev <- unique(x)  
 uniquev[which.max(tabulate(match(x, uniquev)))]  
}  
hist(df$agemonths, breaks = 50, xlim = c(min(df$agemonths, na.rm = T), max(df$agemonths, na.rm = T)))  
abline(v = getmode(df$agemonths), col = "red")  
text(x = 40, y = 200, paste0("Mode of agemonths: ", round(getmode(df$agemonths), 2)), col = "red")

![](data:image/png;base64,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)

## REMEMBER: getmode is not an actual R function, it is made up for the purposes of displaying R's function syntax  
  
# some other useful aggregation functions. You can think or range as returning the results of min and max to you but in one function call  
range(df$agemonths, na.rm = T)

## [1] 5.621912 59.473907

min(df$agemonths, na.rm = T)

## [1] 5.621912

max(df$agemonths, na.rm = T)

## [1] 59.47391

## skewness and kurtosis are from the "moments" package  
skewness(df$agemonths, na.rm = T)

## [1] 2.149153

kurtosis(df$agemonths, na.rm = T)

## [1] 9.280115

quantile(df$agemonths, probs = c(.10, .25, .50, .75, .90), na.rm = T)

## 10% 25% 50% 75% 90%   
## 6.542459 7.594512 10.717796 16.216421 22.921619

# ?quantile()

## Frequency table with row/column percentages

# to make a table, use the table function. You can then input two vectors that you want to cross-tabulate  
mytable <- table(df$gender, df$edu)  
mytable

##   
## not documented none some primary completed primary  
## not documented 0 2 0 0  
## female 8 820 336 31  
## male 6 597 238 28  
##   
## some secondary completed secondary more than secondary  
## not documented 1 0 0  
## female 315 11 2  
## male 247 10 1

# tidyverse function that does the same thing. Input your data frame (df), and the variable that you want to tabulate  
count(df, gender, sort = T)

## # A tibble: 3 x 2  
## gender n  
## <fct> <int>  
## 1 female 1523  
## 2 male 1127  
## 3 not documented 3

# can also tabulate by multiple variables  
count(df, gender, edu, sort = T)

## # A tibble: 16 x 3  
## gender edu n  
## <fct> <fct> <int>  
## 1 female none 820  
## 2 male none 597  
## 3 female some primary 336  
## 4 female some secondary 315  
## 5 male some secondary 247  
## 6 male some primary 238  
## 7 female completed primary 31  
## 8 male completed primary 28  
## 9 female completed secondary 11  
## 10 male completed secondary 10  
## 11 female not documented 8  
## 12 male not documented 6  
## 13 not documented none 2  
## 14 female more than secondary 2  
## 15 not documented some secondary 1  
## 16 male more than secondary 1

# only needed if we haven't already defined labels for our variables  
# rownames(mytable) = c("missing", "male", "female")  
# colnames(mytable) = c("missing", "none", "primary school", "secondary school",  
# "some high school", "some college", "graduate school")  
  
# back to our original, base R tables:   
# summarize table across rows with margin.table  
margin.table(mytable, 1)

##   
## not documented female male   
## 3 1523 1127

# summarize table across columns  
margin.table(mytable, 2)

##   
## not documented none some primary completed primary   
## 14 1419 574 59   
## some secondary completed secondary more than secondary   
## 563 21 3

# margin.table aggregates your data across the dimension that you provide (where 1 = sum across rows, and 2 = sum across columns)  
  
# calculate row percentages   
round(prop.table(mytable, 1), 2)

##   
## not documented none some primary completed primary  
## not documented 0.00 0.67 0.00 0.00  
## female 0.01 0.54 0.22 0.02  
## male 0.01 0.53 0.21 0.02  
##   
## some secondary completed secondary more than secondary  
## not documented 0.33 0.00 0.00  
## female 0.21 0.01 0.00  
## male 0.22 0.01 0.00

# calculate column percentages  
round(prop.table(mytable, 2), 2)

##   
## not documented none some primary completed primary  
## not documented 0.00 0.00 0.00 0.00  
## female 0.57 0.58 0.59 0.53  
## male 0.43 0.42 0.41 0.47  
##   
## some secondary completed secondary more than secondary  
## not documented 0.00 0.00 0.00  
## female 0.56 0.52 0.67  
## male 0.44 0.48 0.33

# prop.table calculates row and column percentages, based on the dimension you give it (1 = row percentages, 2 = column percentages).  
# the round function is just there to reduce the number of significant figures we keep

## Convert continuous to categorical variables with if/then statements

## tidyverse version. ifelse is a vectorized if/else statement, meaning it applies if/else logic across an entire column of a dataframe. R's native if/else logic can only be applied to one data point at a time, and therefore ifelse is often more efficient when working with data frames  
df\_cat <- df %>%  
 mutate(hfias\_cat = ifelse(hfias\_score < 1, 4,  
 ifelse(hfias\_score >= 1 & hfias\_score < 10, 3,  
 ifelse(hfias\_score >= 10 & hfias\_score < 14, 2,  
 ifelse(hfias\_score >= 14, 1, NA)))),  
 hfias\_cat = factor(hfias\_cat))  
  
  
## base r version. We are indexing all of the columns where our conditions are satisfied, and assigning them a category based on the condition. Im less of a fan of this version, because each of the assignments are separate, which leaves the chance that you may overwrite some values twice  
df$hfias\_cat[df$hfias\_score < 1] <- 4  
df$hfias\_cat[df$hfias\_score >= 1 & df$hfias\_score < 10] <- 3  
df$hfias\_cat[df$hfias\_score >= 10 & df$hfias\_score < 14] <- 2  
df$hfias\_cat[df$hfias\_score >= 14] <- 1  
  
## save your output as a permanent RData file with the save function  
save(df\_cat, file = "../output/output\_df.RData")  
  
## or save as a csv  
write.csv(df\_cat, file = "../output/output\_df.csv")  
  
## csv files are more memory intensive than RData files, so if you are working with large data sets, use RData if you are exclusively working in R

## Producing a histogram to inspect variables

n\_distinct(df$hfias\_score)

## [1] 29

## use breaks to specify the number of bins you want in your histogram.  
hist(df$hfias\_score, breaks = 29, main = "Histogram of HFIAS Score",  
 freq = TRUE, col = "blue")
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# as each score has its own bin, this is technically a barplot, just made with the hist() function

## Comparison tests (t-test and Wilcoxon)

df\_ttest <- df[df$gender == "female" | df$gender == "male",]  
  
# simple unpaired t test  
t.test(df\_ttest$av\_len ~ df\_ttest$gender, conf.level = 0.95, paired = FALSE, var.equal = FALSE)

##   
## Welch Two Sample t-test  
##   
## data: df\_ttest$av\_len by df\_ttest$gender  
## t = -5.4411, df = 2337.4, p-value = 5.848e-08  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -1.7902305 -0.8416832  
## sample estimates:  
## mean in group female mean in group male   
## 67.46464 68.78060

# simple Wilcoxon rank sum  
wilcox.test(df\_ttest$av\_len ~ df\_ttest$gender, conf.int = T, conf.level = 0.95, exact = F,  
 correct = T)

##   
## Wilcoxon rank sum test with continuity correction  
##   
## data: df\_ttest$av\_len by df\_ttest$gender  
## W = 736851, p-value = 8.454e-10  
## alternative hypothesis: true location shift is not equal to 0  
## 95 percent confidence interval:  
## -1.7500611 -0.9000049  
## sample estimates:  
## difference in location   
## -1.300048

## Measures of association (pearson vs. spearman)

mean(df$av\_len, na.rm = T)

## [1] 68.02908

# pearson correlation  
p\_corr <- cor(df$av\_weight, df$av\_len, use = "complete.obs", method = c("pearson"))  
# spearman correlation  
s\_corr <- cor(df$av\_weight, df$av\_len, use = "complete.obs", method = c("spearman"))  
p\_corr

## [1] 0.9449736

s\_corr

## [1] 0.9309364

## Simple Linear Regression

## using complete observations for the sake of simplicity  
df\_mod <- df[complete.cases(df),]  
  
# model of average length compared to weight  
length\_model <- lm(av\_len ~ av\_weight, data = df\_mod)  
summary(length\_model) # get description of model

##   
## Call:  
## lm(formula = av\_len ~ av\_weight, data = df\_mod)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -8.9180 -1.2868 -0.0845 1.2361 10.2290   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 30.05976 0.25404 118.3 <2e-16 \*\*\*  
## av\_weight 5.68820 0.03765 151.1 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.967 on 2621 degrees of freedom  
## Multiple R-squared: 0.897, Adjusted R-squared: 0.897   
## F-statistic: 2.283e+04 on 1 and 2621 DF, p-value: < 2.2e-16

# calculate prediction intervals for your model  
pred\_ints <- predict(length\_model, interval = "prediction", level = 0.95)

## Warning in predict.lm(length\_model, interval = "prediction", level = 0.95): predictions on current data refer to \_future\_ responses

# calculate confidence intervals as well  
conf\_ints <- predict(length\_model, interval = "confidence", level = 0.95)  
  
# plot model with prediction and confidence intervals, along with model fit  
plot(df\_mod$av\_weight, df\_mod$av\_len, main = "Plot of Average Length vs. Average weight")  
abline(length\_model, col = "red", lwd = 3)  
lines(df\_mod$av\_weight, pred\_ints[,2], col = "skyblue", lty = 2)  
lines(df\_mod$av\_weight, pred\_ints[,3], col = "skyblue", lty = 2)  
lines(df\_mod$av\_weight, conf\_ints[,2], col = "blue", lty = 3)  
lines(df\_mod$av\_weight, conf\_ints[,3], col = "blue", lty = 3)
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## Multivariable Linear Regression

library(car)  
library(MASS)  
library(corrplot)  
  
# if you want to look at the correlations between variables  
# corrplot(cor(df\_mod[c("av\_len", "av\_weight", "hfias\_score", "av\_muac")], method = "pearson"))  
  
mv\_length\_model <- lm(av\_len ~ av\_weight + gender + edu + hfias\_score + av\_muac, data = df\_mod)  
summary(mv\_length\_model)

##   
## Call:  
## lm(formula = av\_len ~ av\_weight + gender + edu + hfias\_score +   
## av\_muac, data = df\_mod)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -9.4016 -1.1998 -0.0151 1.1311 9.8783   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 54.461058 1.741776 31.268 < 2e-16 \*\*\*  
## av\_weight 5.898436 0.038474 153.311 < 2e-16 \*\*\*  
## gendermale -0.321876 0.075036 -4.290 1.85e-05 \*\*\*  
## edunone 0.586457 0.524135 1.119 0.263   
## edusome primary 0.630966 0.528072 1.195 0.232   
## educompleted primary 0.715381 0.577402 1.239 0.215   
## edusome secondary 0.601719 0.528418 1.139 0.255   
## educompleted secondary 0.685406 0.664244 1.032 0.302   
## edumore than secondary 0.413619 1.204779 0.343 0.731   
## hfias\_score 0.007117 0.005307 1.341 0.180   
## av\_muac -2.200577 0.143265 -15.360 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.88 on 2612 degrees of freedom  
## Multiple R-squared: 0.9063, Adjusted R-squared: 0.9059   
## F-statistic: 2527 on 10 and 2612 DF, p-value: < 2.2e-16

## to check linear model assumptions  
vif(mv\_length\_model) # variance inflation factor

## GVIF Df GVIF^(1/(2\*Df))  
## av\_weight 1.144008 1 1.069583  
## gender 1.021336 1 1.010612  
## edu 1.035453 6 1.002907  
## hfias\_score 1.032338 1 1.016041  
## av\_muac 1.119802 1 1.058207

plot(mv\_length\_model) # plots residuals vs fitted, normal q-q, cook's distance, and std residuals
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crPlots(mv\_length\_model, terms = ~av\_weight + hfias\_score + av\_muac, smooth = T)
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# shows the smoothed relationship of each variable with the outcome of interest